
The Cray X1 supports a variety of communication protocols including message passing, shared 
memory, and remote memory access (RMA) put/get model. This paper uses the parallel dense matrix 
multiplication as an example of a bandwidth-intensive computational kernel and discusses tradeoffs 
associated with optimizing performance of this kernel using different shared memory communication 
schemes. We show that the differences in the architectural support for shared memory communication 
on the SGI Altix and Cray X1 call for different techniques for performance optimization of the parallel 
matrix multiplication algorithm. Our findings indicate that explicit awareness of the task mapping to 
exploit cacheability attributes of shared data plays an important role in optimizing performance of this 
important kernel algorithm.    

1. Introduction 
The current architectures differ in several key aspects from those of the earlier massively parallel 
processor (MPP) systems. Regardless of the processor architecture (e.g., commodity vector, or 
commodity RISC, EPIC, CISC microprocessors), to improve the cost-effectiveness of the overall 
system, both the high-end commercial designs and the commodity systems employ as a building block 
Symmetric Multi-Processor (SMP) nodes connected with an interconnect network. All of these 
architectures provide hardware support for load/store communication within the underlying SMP 
nodes, and some extend the scope of that protocol to the entire machine (Cray X1, SGI Altix). The 
focus of this paper is on determining how we can take advantage of hardware shared memory 
communication to optimize performance of applications that have high bandwidth requirements and 
exhibit spatial and temporal locality in data access. As an example, we use a parallel dense matrix 
multiplication and, in particular, a shared memory version of SRUMMA [1], which on shared memory 
machines represents a parallel version of the serial block-based algorithm in Figure 1. The parallel 
version of SRUMMA has been implemented on shared memory systems such as SGI Altix and Cray 
X1 by exploiting hardware support for globally accessible shared memory. However, the nonuniform 
memory access (NUMA) costs of shared memory operations require special attention.  

In the current effort, we found that cacheability of data stored in shared memory plays a fundamental 
role in optimizing application performance on the two architectures, both relying on caches to 
maximize serial processor performance. On the SGI Altix that provides systemwide cache-coherent 
shared memory, direct shared memory access leads to the best performance. However, the Cray X1 
with its ability to cache only shared memory data on the same SMP node required us to switch between 
direct shared memory and shared memory copy protocols, depending on location of the data, to avoid 
very significant performance degradation in direct access to remote memory that cannot be cached. 
Thanks to the hardware support for shared memory communication, an efficient implementation of the 
matrix multiplication is feasible. For example, in multiplication of square matrices 2000 x 2000, on 
128 processors of the Cray X1 the baseline SRUMMA achieves 7.2 higher aggregate GFLOPs 
performance level than ScaLAPACK pdgemm optimized by Cray. However, by exploiting differences 
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in cacheability attributes of the shared memory within and between SMP nodes, we have been able to 
improve the performance even further. For example, for matrix size 600x600, an improvement of 
18.2% was recorded on 16 CPUs and 15.2% on 64 CPUs relative to the baseline SRUMMA 
implementation. 

The paper is organized as follows. The Section 2 describes the SRUMMA algorithm, its efficiency 
model, and implementation. In Section 3, we describe the shared memory implementation on the Cray 
X1 and the SGI Altix systems. Section 4 analyzes performance results for the matrix multiplication 
algorithm as a function of different communications schemes, and compares it to the pdgemm matrix 
multiplication in  PBBLAS/ScaLAPACK. Conclusions are given in Section 5. 

2. Background  
For many scientific applications, matrix multiplication is one of the most important linear algebra 
operations. Computer vendors have optimized the standard serial matrix multiplication interface in the 
open source Basic Linear Algebra Subroutines (BLAS) to deliver performance as close to the peak 
processor performance as possible. Because the optimized matrix multiplication can be so efficient, 
computational scientists, when feasible, attempt to reformulate the mathematical description of their 
application in terms of matrix multiplications. Parallel matrix multiplication has been investigated 
extensively in the last two decades [2-22]. Agarwal et al. [18] developed a matrix multiplication 
algorithm that overlaps communication with computation. SUMMA [19] is closely related to 
Agarwal’s approach, and is used in practice in pdgemm routine in PBLAS [20], which is one of the 
fundamental building blocks of ScaLAPACK [21]. DIMMA [22] is related to SUMMA but uses a 
different pipelined communication scheme for overlapping communication and computation. In the 
earlier studies, researchers targeted their parallel implementations for MPP architectures with 
uniprocessor computational nodes (e.g., Intel Touchstone Delta, Intel IPSC/860, nCUBE/2) on which 
message passing performed very well and was typically the only communication protocol available. In 
particular, these algorithms relied on optimized broadcasts or send-receive operations.  

 
At the high level, SRUMMA (Shared and Remote-memory based Universal Matrix Multiplication 
Algorithm) follows the serial block-based matrix multiplication (see Figure 1) by assuming the regular 
block distribution of the matrices A, B, and C and adopting the “owner computes” rule with respect to 
blocks of the matrix C. Each process accesses the appropriate blocks of the matrices A and B to 
multiply them together with the result stored in the locally owned part of matrix C. The specific 
protocol used to access non-local blocks varies depending on whether they are located in the same or 
other shared memory domain [1] as the current processor.  

 
 

1: for i=0 to s-1 { 
2:     for j=0 to s-1 { 
3:         Initialize all elements of Cij=0 (optional) 
4:         for k=0 to s-1 { 
5:             Cij = Cij + Aik×Bkj 
6:         } 
7:         } 
8: } 

Figure 1: Block matrix multiplication for matrices N × N and block size N/s × N/s 
 



In principle, the overall sequence of block matrix multiplications can be similar to that in Cannon’s 
algorithm. However, unlike Cannon’s algorithm, where skewed blocks of matrix A and B are shifted 
using message-passing to the logically neighboring processors, our approach fetches these blocks 
independently, as needed, without requiring any coordination with the processors that own the matrix 
blocks. This is possible by the use of direct remote memory or shared memory access protocols. In 
addition, the specific sequence in which the block matrix multiplications are executed is determined 
dynamically at run time to more efficiently schedule and overlap communication with computations. 
The absence of sender-receiver synchronization/coordination (such in Cannon’s algorithm) based on 
message passing makes the overall algorithm more asynchronous and thus more suited for the 
execution environments where the computational threads share a CPU with other processes and 
system daemons (e.g., on SGI Altix and commodity clusters). This is because synchronization 
amplifies performance degradations due to the nonexclusive use of the processor by the application.  
 
2.1 Baseline Efficiency Model 
Consider a matrix multiplication operation C = AB, where the order of matrices A, B, and C is m x k, k 
x n, and m x n, respectively. Let us denote tw as the data transfer time per element, ts the latency (or 
startup cost), p x q the process grid in two-dimensional fashion, and P as the number of processors.We 
assume (as in [7, 30]) that the cost of the addition and multiplication floating point operation takes unit 
time (line 5 in Figure 1).  For our analysis, we assume a two-dimensional matrix distributed as shown 
in Figure 2. The sequential time Tseq of the matrix multiplication algorithm is N3 (for simplicity, 

m=n=k=N and p=q= P ). The parallel time Tpar_rma is the sum of computation time and the time to 
get the blocks of matrices A and B. Each process gets q blocks of matrix A and p blocks of matrix. 
From [1],  

       Tpar_rma = PstwtP
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For a network with sufficient bandwidth, ts can be neglected when compared to the total 
communication time. Therefore, the parallel efficiency (�) is 
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The isoefficiency function of this algorithm is O (P3/2), which is the same as Cannon’s algorithm [7, 
19]. 
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Figure 2: Matrix distribution example. In a 4 × 4 process grid, process P00 needs blocks of matrix A 
from P00, P01, P02, and P03, and blocks of matrix B from P00, P10, P20, and P30. 
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2.2 Details of the Parallel Algorithm 
The following algorithm has been proposed in [1]. It assumes the underlying hardware is a cluster of 
SMP nodes. We will discuss in Section 3 how the algorithm is modified for shared memory systems. 
 
For each processor p and corresponding matrix block Cij held on that processor, 
 
1. Build a list of tasks (where a task computes each of the AikBkj products) corresponding to the block 

matrix multiplications in 

 �
=

=
pn

k
kjikij BAC

1

        (3) 

2. Reorder the task list according to the communication domains for processors at which the Aik, Bkj 
are stored. The tasks that involve matrix blocks stored in the shared memory domain of the current 
processor are moved to the beginning of the list. This is done to ensure overlap of computations 
and nonblocking communication required to bring matrix blocks from other cluster nodes to 
compute the other tasks on the list. Because the tasks at the beginning of the list use data accessible 
directly, we do not have to wait to start the pipeline. Another consideration in sorting the task list is 
to optimize the locality reference so that the currently held Aik matrix block is used in consecutive 
matrix products before its copy is discarded and the corresponding buffer reused. 

 
3. For each task on the list,  

• Issue a nonblocking get operation for the matrix block involved in the next task on the list if it is 
not on the same node.  

• Wait for the nonblocking get operation bringing Aik and/or Bkj needed to execute the current task.  
• Call serial matrix multiplication dgemm that computes AikBkj and adds the result to the Cij block.  
 

4. Two temporary buffers (B1 and B2) are used internally, one for communication and one for 
computation. At a given step, a processor receives data in B2 while computing the data in B1. In 
the next step, data received in B2 is used for computation and B1 is used for receiving data. 
Overlapping communication with computation is achieved in all steps except the first. 

 
As a further refinement of the algorithm, the “diagonal shift” algorithm [1] is used in Step 2 to sort the 
task list so that the communication pattern reduces the communication contention on clusters. We 
verified experimentally on the IBM SP that this indeed improves performance.  
 
3. Shared Memory Implementation 
Although the high-performance implementations of message passing can exploit shared memory 
internally, the performance is less competitive than direct loads and stores. Multiple studies have 
attempted to exploit the OpenMP shared memory programming model in the parallel matrix 
multiplication, either as a standalone approach on scalable shared memory systems [23, 24] or as a 
hybrid OpenMP-MPI approach [25, 26] on SMP clusters. Overall, the reported experiences in 
comparison to the pure MPI implementations were not encouraging. Unlike OpenMP, our approach is 
based on using shared memory within the process model. The SRUMMA algorithm was designed to be 
aware of the memory hierarchy in the system and take advantage of multiple communication methods. 
On clusters, it uses remote memory access (RMA)—often the fastest communication protocol 
available, especially when implemented in hardware as zero-copy remote direct memory access 



(RDMA) write/read operations and shared memory with the SMP node. Each cluster node is assumed 
to provide efficient load/store operations that allow direct access to the data. In other words, a node of 
the cluster represents a shared memory communication domain. SRUMMA is explicitly aware of the 
task mapping to shared memory domains—that is, it is written to use shared memory to access parts of 
the matrix held on processors within the domain of which the given processor is a part, and other 
mechanisms to access parts of the matrix outside of the local shared memory or RMA domain. 
Implementing matrix multiplication directly on top of shared and remote memory access 
communication and realizing the memory hierarchy helps us optimize the algorithm with a finer level 
of control over data movement and hence achieve better performance.  

 
The design and implementation of SRUMMA on X1 is based on the algorithm for scalable shared 
memory systems. We will provide an overview of the Cray X1 and SGI Altix as the two shared 
memory systems used in the current study and then describe details of the implementation.  

 
3.1 Overview of the Cray X1 and SGI Altix 
The Cray X1 combines the features of previous Cray vector systems and MPP systems into one 
design. Like the Cray T90, the X1 has high memory bandwidth. Along the lines of the Cray T3E, the 
X1 has a high-bandwidth, low-latency, scalable interconnect. The X1 design utilizes commodity 
CMOS technology and incorporates nontraditional vector concepts like vector caches and 
multistreaming processors. X1 addresses two of the major issues with large scale NUMA machines by 
providing a scalable cache coherency protocol and a scalable address translation mechanism. The X1 
uses hierarchical design for its processor, memory, and network. There are two level processor 
hierarchies—MSP (multistreaming processor) and SSP (single-streaming processor). Each MSP is 
composed of 4 SSPs (Figure 1). Each MSP is capable of 12.8 GFlop/sec for 64-bit operations. Each 
SSP contains 32 vector registers holding 64 double-precision words and one two-way super-scalar unit 
and can deliver 3.2 GFlop/sec. The SSP uses two clock frequencies, 800 MHz for the vector units and 
400 MHz for the scalar unit. The four SSPs share a 2 MB “Ecache.” The “Ecache” is designed to fill 
the gap between the bandwidth to main memory and the operation rate of vector units. Each X1 
processor is designed to have more single-stride bandwidth than an NEC SX-6 processor. Each node 
determines whether a memory reference is local to the node or whether the reference is to a memory 
location on a remote node. Remote memory references are implemented through the network 
interconnect; however, remote memory cannot be cached due to the memory coherency protocol. Each 
node contains 32 network ports, and each port supports 1.6 GBps peak per direction. The Cray X1 
runs the UNICOS/mp operating system. The UNICOS/mp operating system is based on the IRIX 6.5 
operating system with Cray enhancements. It is designed to sustain the high-capacity, high-bandwidth 
throughput provided by Cray X1 systems. A single UNICOS/mp kernel image runs on the entire 
system or on each partition of the system. The Cray compilers automatically perform register 
allocation, scheduling, vectorization, and multistreaming to give optimal performance. Compiler 
vectorization provides loop-level parallelization of operations and uses the high-performance vector 
processing hardware. Multistreaming code generation by the compiler permits tightly coupled 
execution across the four SSPs of an MSP on a block of code. 
 
The SGI Altix 3000 is a scalable cache-coherent shared memory system. It is based on the Intel's 
Itanium 2 processors and nonuniform memory access (NUMA) design of the SGI's NUMAflex global 
shared-memory architecture. The NUMAflex design permits modular packaging of CPU, memory, 
I/O, graphics, and storage into components known as bricks. The bricks can then be combined and 



configured into larger systems. Two Itanium processors share a common front-side bus and memory. 
This constitutes a node in the SGI NUMA architecture: access to other memory (on another node) by 
these processors has a higher latency, and lower bandwidth. Two such nodes are packaged together in 
each computer brick. The network router uses dual-plane, fat-tree topology and deliver 6.4 GB/sec 
bidirectional bandwidth per link. Each of the Itanium-2 processors has an on-die L3 cache with 6MB 
memory. 
 
3.2 Implementation 
The SRUMMA algorithm when running on a system with one shared memory communication domain 
reduces to shared memory version. However, this algorithm has two versions; the one used depends on 
whether remote shared memory is locally cacheable or not. The Cray X1 with its partitioned shared 
memory supports load/store operations for its entire memory. It can be visualized as a cluster with four 
multistream processors (MSPs) on each node. A virtual memory address includes node number and 

address within that node. The memory on other nodes can be accessed with the load/store operations; 
however, it cannot be cached due to the memory coherency protocol [31]. Because the performance of 
the serial matrix multiplication depends critically on the effective cache utilization, on the Cray X1 we 
copy nonlocal blocks of matrices A and B to a local buffer before calling the serial matrix 
multiplication. 

On the other hand, the SGI Altix is a shared memory system where shared memory data can be cached. 
Therefore, the matrix multiplication does not require explicit memory copies. Instead, the appropriate 
blocks of matrix A and B are passed directly to the serial matrix multiplication subroutine. The node 
interconnect in X1 is implicit, and loads and stores are extended to beyond a node. Even SHMEM and 
MPI are implemented on top of loads and stores in the X1. The cache coherency protocol in X1 is 
scalable but does not allow remote memory to be cached. This implies that every time remote data is 

Figure 2: The X1 system: 4  multistreaming processors (MSPs) per node and structure of each MSP 
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needed, it has to be loaded over the network. Because the serial dgemm relies on blocking and reuse of 
the data, direct access to noncacheable data is expected to be less efficient.  

 

Hybrid Approach 
To maximize performance on the Cray X1, we must distinguish between two types of shared memory 
(SMP and off-SMP) at run time and use direct and copy-based protocols. The resulting hybrid 
algorithm is shown in Figure 3. The implementation of this algorithm is fairly simple. However, 
because the Cray does not provide an interface to query task mapping to the physical nodes, the most 
challenging part was to determine dynamically at run-time task mapping to the SMP nodes of the 
machine. In the current work, as a part of the initialization and setup we determine SMP node mapping 
by analyzing the time each task requires to add a series of numbers located in shared memory 
associated with other neighboring (in a logical sense) tasks. This scheme is sufficient, given the 
current task mapping strategy used by  Cray.   

 
 
4. Experimental Results 
The performance of SRUMMA on the SGI Altix is shown here to contrast the architectures. In the 
current paper we implement and optimize SRUMMA on the Cray X1. The numerical experiments 
were conducted on the  Cray X1 at ORNL and SGI Altix 3000, shared-memory NUMA system with 
128 1.5-GHz Intel Itanium-2 CPUs at PNNL. For the comparison, we used the pdgemm routine from 
PBLAS/ScaLAPACK. The same dgemm (double precision serial matrix multiplication) routines from 
a vendor-optimized math library (-lscs for Altix, -lsci for the X1) were used in all parallel algorithms.  
 
4.1  Evaluation of direct access approach 
We demonstrate performance of the two basic strategies—copy-based and direct access represented  in 
Figure 3. The SGI Altix is a shared memory system where shared memory data can be cached. 
Therefore, the matrix multiplication does not require explicit memory copies. Instead, the appropriate 
blocks of matrix A and B are passed, A comparison between these two schemes for C = ATB and C = 

Figure 3: Hybrid algorithm on the Cray X1 
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AB on these two platforms is illustrated in Figure 4. The SGI Altix uses 1.5-GHz Intel Itanium-2 
processors rated at 6 GFLOP/s whereas the Cray X1 processor is rated at 12.8 GFLOP/s. As expected, 
the copy-based version is faster than the direct access version on the Cray X1 and somewhat slower on 
the SGI Altix (the gap between these two versions actually increases for larger processor counts on the 
Altix). 
 
4.2  Performance of baseline implementation 
As shown in Figures 5 and 6, the baseline SRUMMA algorithm outperforms pdgemm and scales 
better, on both shared memory systems, Cray X1 and SGI Altix. This is in part due to the benefit 
shared memory communication offers on these architectures over message passing. 
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Figure 4: Matrix multiplication (N = 2000) performance on 16 processors using direct access and copy on 
Altix and X1. AB denotes product of two matrices whereas ATB denote that transposed matrix A is multiplied 
by matrix B. 
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Figure 5: Performance of SRUMMA and pdgemm on the SGI Altix 



 
4.3  Performance of hybrid protocol 
To understand performance advantages of the hybrid protocol, we ran matrix multiplication tests and 
varied the matrix size and the number of processors (see Figure 7). As expected, the impact of using 
hybrid protocol is larger for smaller matrices where the communication cost is higher relative to the 
cost of computations. For example, the hybrid protocol on N = 600 improved performance by as much 
as 18.2% relative to the baseline SRUMMA implementation. 

 

4. Summary and Conclusions 
This paper describes the advantages of using memory/cache hierarchy in bandwidth-intensive 
computational kernels with parallel matrix multiplication algorithm used as an example. Unlike the 
other leading parallel algorithms based on message passing, the current approach exploits shared 
memory. Overall, the algorithm achieved consistent and substantial performance gains over the 
parallel matrix multiplication in ScaLAPACK. We found that the differences in the architectural 
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support for shared memory communication on the SGI Altix and Cray X1 require different 
communication strategies to maximize performance of the parallel matrix multiplication algorithm. 
Our findings indicate that explicit awareness of the task mapping to exploit cacheability attributes of 
shared data plays an important role in optimizing performance of this important kernel algorithm. 
They should also apply to other algorithms that have similar characteristics in terms of bandwidth 
requirements and locality of reference.  
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